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Introduction

Goal
A key goal of the VistA Application Developer Documentation is to empower external developers with little to no experience with VistA to build innovative applications on top of VistA using mainstream technologies like JavaScript. 

Audience:  Software Developers

Document Purpose
This documentation provides instructions on how an external innovator can assemble existing tools to establish a development environment for building VistA applications. This documentation provides instructions for a developer on setting up a basic local development environment along with sample applications. Also included is reference to other resources, like relevant developer tools and forums for developer discussion.

Document Organization
The rest of this document is organized as follows:

1. Setup of Development Environment
2. VistA Application Programming Interface
3. Catalogue of Developer Tools
4. Forums, Lists and Blogs
5. Frequently Asked Questions
6. Invitation for Contributions


1. Setup of Development Environment

This document describes three development environments that a developer can use to create VistA applications:

1. VistA Novo Test Stub (local)
2. Open Source VistA Environment (local)
3. VA VistA Environment (centralized cloud)

The environment that a developer chooses to use depends on whether the intent is to deploy the VistA application to an open source VistA or VA VistA production environment. A developer can also start to develop a VistA application in a local environment and over time progress to using a cloud environment for further development and testing, as illustrated in Figure 1 below. 
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Figure 1. Relationship between Local and Centralized VistA Application Development Environments


Considerations in Choosing a Development Environment
The VistA Novo Test Stub is the easiest environment to get up and running quickly. It provides the greatest flexibility with which to develop a VistA application. However, in order for the VistA application developed using the Test Stub to operate in a production environment, VistA-based services mocked by the Test Stub must exist in the production environment.

The Open Source VistA Environment provides the benefit of having a local VistA environment that is fully functional and under the control of the developer. For example, a developer is able to load test data into the system for development and testing of the VistA application. In order for the VistA application to operate in a production environment, however, there must be a means for the application to interact with the production VistA system through a well-defined VistA interface.

The VA VistA environment makes available the VA VistA environment to developers to implement VistA applications. It enables a developer that does not have the ability to stand up a comparable local environment (for example, due to software licensing issues) to test their VistA application within a VA VistA environment. VistA applications targeted for use by the VA should be at the very least tested within this environment.

This section provides instructions on setup and use of each development environment.

VistA Novo Test Stub

Overview
VistA Novo is a proof of concept open source VistA developer toolkit that allows developers working in the open source community to use and contribute VistA capabilities using mainstream architectural approaches and modern programming languages.

VistA Novo provides a test stub that mocks existing or prospective VistA-based services intended to simplify testing, particularly hard to generate corner cases and error conditions. The test stub enables parallel development of applications while VistA-based services are being developed. Applications can access data using Fast Healthcare Interoperability Resources (FHIR), an emerging HL7 open standards-based format.

For more information on VistA Novo, visit the VistA Novo Project Website.

Basic Setup
Instructions on installing and setting up the VistA Novo test stub are available here.

Test Data
Instructions on creating and populating a data model in the VistA Novo test stub are available here.

Sample Application
Accompanying the VistA Novo test stub is a blood pressure demo application that demonstrates the functionality of the test stub through a simple blood pressure use case. The demo application is available here.

Open Source VistA Environment

Overview
There are four basic components to the open source VistA environment: OSEHRA VistA, Computerized Patient Record System (CPRS), Enterprise Web Development and Test Data, as illustrated in Figure 2.


[image: ] .

Figure 2. Components of the Local VistA Application Development Environment

OSHERA VistA is an open source Electronic Health Record (EHR) system that is based upon the VistA EHR system developed by the VA. The system comprises a core platform and a collection of interoperable components that allow implementers to assemble a combination of features and functions required. OSEHRA VistA runs on top of the GT.M database engine. More information on OSEHRA VistA is available here.

Enterprise Web Development (EWD) is an open source product that operates on top of OSEHRA VistA (and theoretically with VA VistA) to develop web-based applications, combining a back-end MUMPS data management environment with browser-based client-side graphical user interface. EWD adds basic connectivity to VistA through the Node.js JavaScript platform. It includes a demo website for displaying simple patient data. For more information on EWD, visit the EWD Reference Guide, The EWD Files, and the EWD Code Repository.

Basic Setup
Setting up an Open Source VistA environment entails installing OSEHRA VistA and EWD. OSEHRA VistA can be installed as a virtual machine. Instructions for doing so can be found here. Alternatively, a developer can review the 5-part series on how to get EWD.js and VistA up and running.

The installation should take roughly 30 minutes.

Note:
· The installation process talks to several external servers and might not work correctly behind a proxy, so if the installation is unsuccessful, try connecting directly to the Internet. 
· On some machines, the default Video Memory (VM) setting of 12 MB is insufficient, and the installation fails. If this happens, you can stop the virtual machine from within VirtualBox, change the settings for the VM, and then continue the installation process via vagrant up.

To verify that the installation was successful, visit https://localhost:8080/ewd/VistADemo/index.html in your browser. If the installation was successful, you should be prompted for an access code and a verification code. You can use the following credentials: fakedoc1/1Doc!@#$. These credentials are from the OSEHRA VistA installation guide.

Test Data
There are no known synthetic patient datasets available that can be loaded automatically into OSEHRA VistA. The only option to load data into OSEHRA VistA is through the Computerized Patient Record System (CPRS). CPRS is a standalone graphical user interface for VistA that allows one to manually add/remove/update sample patient data. On a Windows machine, you can install CPRS using the installation instructions at http://osehra.org/document/guis-used-automatic-functional-testing. You'll need to change the specified port to 9430, e.g. "Path/to/CPRS" P=9430 S=127.0.0.1. 

Sample Application
There is a VistA Demo application that comes with EWD. A technical deep-dive into this demo application is available here. 

RCPClinicalHeadings is another sample application that demonstrates how to interact with VistA using JavaScript functions that map to one or more M routines on the back-end. The open source software for this sample application is available here.

The following EWD functions have been exposed via a web interface in this sample application:

· getDemographics : Basic patient demographic information
· listComplaints/getComplaint : Presenting complaints/issues
· listProblems/getProblem : Problems, issues, and diagnoses
· listProcedures/getProcedure : Procedures
· listOrders/getOrder : Lab orders
· listVitals/getVital Vital signs
· listMedications/getMedication : Medications
· listAllergies/getAllergy : Allergies
· addAllergy : Allergies (write)
· listAlerts/getAlert : Safety alerts

These methods invoke custom MUMPS code written to work alongside the above functions. A common pattern includes a "get" method for retrieving a single item by ID, and a "list" method that retrieves all associated IDs for a type of item and then invokes the corresponding "get" method to return all items. There also exists an "addAllergy" method which is the only method included that can write back to VistA.

The installation instructions can be found within the README. Additional background information regarding Creating/installing a EWD.js applications can be found in the EWD.js documentation under the title "Creating an EWD.js Application". When installing within the OSEHRA VistA environment outlined above, the files in RCPClinicalHeadings should be installed within the VM as follows:

index.html    -->>  /home/osehra/ewdjs/www/ewd/VistaRCP
app.js        -->>  /home/osehra/ewdjs/www/ewd/VistaRCP
nodeVista.js  -->>  /home/osehra/ewdjs/node_modules
VistaRCP.js   -->>  /home/osehra/ewdjs/node_modules
ZZCPCR00.m    -->>  /home/osehra/p
NHS_VISTA.jpg -->>  /home/osehra/ewdjs/www/images (you may have to create this directory)

One method for transferring files to the VM is to use Vagrant's support for synced folders.

Once you have installed the app, you should be able to reach it at https://localhost:8080/ewd/VistaRCP/index.html. You can log on with the same VistA credentials you use when connecting to CPRS or other EWDjs VistA apps. After logging in, you can navigate on the left-hand side through the functionality mentioned above, and you should see something like the screenshots in Figure 3:

[image: ]

[image: ]

Figure 3. VistA RPC Demonstrator Screenshots

Any information visible in CPRS is also visible via the web interface of this application. 


VA VistA Environment

Overview
The VA Sandbox Cloud (VASC) provides access to the VA VistA environment on a virtualized infrastructure for development purposes. Software in VASC includes VA VistA and the underlying technology stack on which VistA operates at the VA, including InterSystems Caché which is a proprietary solution with associated licensing cost. There is a public VistA server with a Medical Domain Web Services (MDWS) and Remote Procedure Call (RPC) interface for applications to interact and test against the deployed instance of VistA. In addition to the existing software, developers can also use tools they choose, but anything that they use is subject to VA approval to be allowed back into the VA. Also included are supporting tools for collaboration, idea management, blogging, and source code management.

For more information on VA Sandbox Cloud, visit https://vacloud.us.

Test Data
VASC includes a moderate size dataset of 200+ synthetic patient records that are available for development and testing purposes. Note that this data is only available within the VA Sandbox Cloud and only for Caché, i.e. the data cannot be imported in its current form into GT.M and thus the data cannot be used to populate a local open source VistA instance. 

Sample Application
There are currently no known sample applications that run within the VA VistA environment.


2. VistA Application Programming Interface

A well-defined VistA Application Programming Interface (API) implemented consistently across the three VistA environments is critical to ensure VistA applications are compatible and that they use authoritative VistA business logic so they can securely work within a production environment. The API should provide a layer of abstraction on top of VistA so that developers can implement VistA applications without needing to understand the details of VistA M routines.

Presently, the only API available is via MUMPS/RPC Broker. This is not appropriate for use by a developer that does not have VistA experience. While the RPC Broker is available in several languages (including Delphi, C#, Python), VistA knowledge is needed to understand the data coming back. For such a developer, the VistA API should be implemented as a set of RESTful services with the data structured in the Fast Healthcare Interoperability Resource (FHIR) format - an emerging HL7 standard - such that the VistA application developer interacts with healthcare domain objects rather than needing to work with a sequence of M routines. The VistA application would call the underlying M routines via the abstraction layer. The added benefit of a FHIR-based API is that it’s understandable by both technologists and domain experts.

While currently no such VistA API exists, there are a number of active projects to implement a FHIR interface for VistA that should work together to ensure consistency in implementation. These projects include:

· The VistA Service Assembler (VSA) is potentially an enabling tool to generate VistA based services that use authoritative VistA business logic and provide a layer of abstraction on top of VistA.

· The Enterprise Health Management Platform (eHMP) includes an effort to implement a FHIR interface on top of FileMan and the translation logic required convert the data from VistA into the appropriate FHIR model formats.

· The EWD.js REST interface provides a REST interface to EWD.js-based methods, converting REST requests into corresponding digitally-signed EWD.js HTTP(s)-based web service requests.

3. Catalogue of Developer Tools

There are a number of ongoing projects that support the development of VistA applications adopting mainstream architectures, programming languages and technologies. These tools provide enabling capabilities that are good for an application developer to understand, though not all developers may use all of these tools for application development.

GT.M
	
	

	Website URL
	www.fisglobal.com/products-technologyplatforms-gtm

	License
	Affero General Public License (AGPL) v3

	Maintaining Organization
	Fidelity Information Services, Inc. (FIS)

	Last Activity
	Recent

	GT.M Compatibility
	N/A

	Caché Compatibility
	N/A

	Programming Language
	MUMPS, C++

	VistA Awareness
	No



GT.M, short for Greystone Technology/M, is an open source MUMPS interpreter and a functional replacement for Caché, a commercial MUMPS interpreter from InterSystems, Inc.  GT.M is widely used by open source VistA, including WorldVistA, OpenVistA, vxVistA, and OSEHRA VistA, as well as by the financial industry.


EWD
	
	

	Website URL
	www.mgateway.com

	License
	Affero General Public License (AGPL) v3

	Maintaining Organization
	M/Gateway Developments, Ltd

	Last Activity
	Recent

	GT.M Compatibility
	Yes

	Caché Compatibility
	Yes

	Programming Language
	MUMPS/Javascript

	VistA Awareness
	No



Enterprise Web Development, or EWD, is an open source replacement for InterSystems Caché Server Pages (CSP) and allows the use of MUMPS to render HTML.  EWD is widely used by open source VistA, including WorldVistA, OpenVistA, and vxVistA.
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	Website URL
	www.medcafe.org

	License
	Apache 2.0

	Maintaining Organization
	MITRE

	Last Activity
	October, 2011

	GT.M Compatibility
	Yes

	Caché Compatibility
	Yes

	Programming Language
	Java

	VistA Awareness
	Yes



MedCafé is a clinical web user interface that can pull data from VistA, using a composable software framework that allows a user to build a personal view of a patient record using a set of tools called components.  Each component has simple but separable functionality.  By isolating each component’s capability, a component can be added or removed from the system without impacting the functionality of the system as a whole.  This means, MedCafé provides the flexibility to adapt to a health care professional’s immediate needs and may, in fact, be used by a wide range of users from clinicians to technicians to the patients themselves.
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	Website URL
	www.divconq.com

	License
	Apache 2.0

	Maintaining Organization
	Andy White

	Last Activity
	January, 2012

	GT.M Compatibility
	Yes

	Caché Compatibility
	Porting effort required

	Programming Language
	Java, MUMPS

	VistA Awareness
	Yes



DivConq is a MUMPS to Java bridge that allows Java programmers access to MUMPS data.  It supports creation, retrieval, updating, and deletion (CRUD) as well as querying on MUMPS data.  DivConq works with Java Standard Edition, but can also run optionally with Java Enterprise Edition.  Features like auditing, replication, and tracking values over time, and data locking are also supported.
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	Website URL
	www.github.com/dlwicksell/nodem

	License
	Affero General Public License (AGPL) v3

	Maintaining Organization
	Fourth Watch Software, LLC

	Last Activity
	Recent

	GT.M Compatibility
	Yes

	Caché Compatibility
	In progress

	Programming Language
	C++, MUMPS

	VistA Awareness
	No



NodeM is a set of Node.js drivers for MUMPS and integrates Node.js with the underlying database, allowing MUMPS data to be accessed from JavaScript through first-class JavaScript objects.  NodeM uses GT.M’s C-based call-in interface to access MUMPS data.  
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	Website URL
	www.esiobjects.org/index.html

	License
	Mozilla Public License v1.1

	Maintaining Organization
	ESI Technology Corp

	Last Activity
	September, 2012

	GT.M Compatibility
	Yes

	Caché Compatibility
	Yes

	Programming Language
	MUMPS, Java

	VistA Awareness
	Yes



EsiObjects is an object-oriented application development environment and is a 1995 ANSI Standard MUMPS-compliant, object-relational database management and interoperability system.
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	Website URL
	www.osehra.org/group/mdws

	License
	Apache 2.0

	Maintaining Organization
	OSEHRA

	Last Activity
	Recent

	GT.M Compatibility
	Yes

	Caché Compatibility
	Yes

	Programming Language
	C#

	VistA Awareness
	Yes



MDWS, short for Medical Domain Web Services, is a suite of web services that exposes medical domain functionality.  MDWS has the ability to expose any VistA remote procedure call as a web service.

4. Forums, Lists, and Blogs

HardHats Mailing List - https://groups.google.com/forum/#!forum/Hardhats 
OSEHRA Blogs and Discussions - http://www.osehra.org/content/blogs 
The EWD Files Blog - http://robtweed.wordpress.com

Vistapedia - http://www.vistapedia.com/index.php/Main_Page 


5. Frequently Asked Questions

1. What is an Electronic Health Record?
An electronic health record (EHR) (also known as an electronic medical record) is a digital version of a paper chart that contains all of a patient’s medical history from one practice. An EMR is mostly used by providers for diagnosis and treatment. 
Reference: http://www.healthit.gov/providers-professionals/electronic-medical-records-emr.

2. What is VistA?
The Veterans Health Information Systems and Technology Architecture (VistA) is an enterprise-wide information system built around an Electronic Health Record (EHR), used throughout the United States Department of Veterans Affairs (VA) medical system, known as the Veterans Health Administration (VHA). 
Reference: http://en.wikipedia.org/wiki/VistA.

3. What is MUMPS?
MUMPS (Massachusetts General Hospital Utility Multi-Programming System, later: 'Multi-User Multi-Programming System') or alternatively M, is a general-purpose computer programming language that provides ACID (Atomic, Consistent, Isolated, and Durable) transaction processing. Its most unique and differentiating feature is its "built-in" database, enabling high-level access to disk storage using simple symbolic program variables and subscripted arrays, similar to the variables used by most languages to access main memory. 
Reference: http://en.wikipedia.org/wiki/MUMPS.

4. Why is it important to engage with VistA using open source/mainstream technologies?
There are a significantly greater number of developers that are familiar with mainstream technologies (like JavaScript) in comparison to MUMPS. By wrapping VistA in mainstream technologies, it opens up opportunities for a broad community of developers that can build innovative capabilities while leveraging the power of VistA. Also, by wrapping VistA in “business logic” instead of exposing users directly to the underlying MUMPS technology, it reduces the amount of expertise that developers must have with VistA before getting involved.



6. Invitation to Contribute

The VistA Application Developer Documentation is intended to evolve over time with community input and introduction of new technologies and capabilities. As such, this document will be published to a public wiki and we welcome your contributions to the documentation.
1 | Page

image2.emf
OSEHRA VistA

=) PN Crrs

OS Developer









OSEHRA VistA 

 

 

 

Test Data 

GT.M 

EWD 

CPRS 

M Routines 

VistA App 

OS Developer 


image3.png
T —

[NHS]
VistA

AgsOrangetspos KO

Patarts By Dep. e e 80N 050008
Show (10 ntren Soare w8
e ProbiemNo  + DateEnteed Oescrpton ey aooey
[rape—— . ot OneLastuoste  AN25,2014
Ressons o Crtact frovra 1011 eme Provous | 1| Mot OweOtmset 25,2014
OusRocorsa  AN25,2014
Prosaning Complrs/
asos agross 09
Enscey. sumuuay
Fary ey
Facy viSTAKEATH
[o—— oune
Dagroses Ionergagarentx KO
rvestgnion & Rosts Auror sumomay
Nesestors Nowtarate taisatest
Rasctons o sans o
Aurer sumomay
Sty pors
. : Kottty

suts acmve




image4.png
— T —— g e
VistA e
e Dwome anm,
Patents By Dept. » 2014017:42:08
(s enten Lol UnerE e ALEXANDER,ROBE
e Date “ Causative Agent Reaction Description "
wongoen om0
T i coomme covmns mwas s
[ ——
[A— Dongese AcETAMNOPEN
w, p—— convumon
i o scmono
[—
wa oo [rre—— T
et oo enr HETONOA.
Snowing 110 4 of ¢ entries Provous Lty Nex OrigrationDate_tim JUN 26,
=) e smoennone
e
v et
oene
e msNOERORE
e VerfcatonDate_t  JUN 26,
S e





image1.emf
U.S. Department

of Veterans Affairs

App Certification

Criteria
Test Data

VA VistA /
Instance

VistA App SDK

Automated
Test Scripts

N\

Synthetic

VistA App

VA Sandbox
Cloud

3 OSEHRA

Open Source Electronic Health Record Alliance

Synthetic

Test Data

OS Developer VistA App
SDK

Tools \
\ / Local OS VistA

Development Instance
Guidelines

Developer
ocumentatio

Local OS VistA
Instance

Local
Development
Environment

VistA App

OS Developer









VistA App 

Developer 

Documentation 

OS Developer 

Tools 

Development 

Guidelines 

VistA App 

SDK 

Local OS VistA 

Instance 

Synthetic 

Test Data 

OS Developer 

VA VistA 

Instance 

Automated 

Test Scripts 

Synthetic 

Test Data 

App Certification 

Criteria 

VistA App SDK 

Local 

Development 

Environment 

VA Sandbox 

Cloud 

Local OS VistA 

Instance 

VistA App 


